## **Serialization: (1.1 v)**

1. The process of saving (or) writing state of an object to a file is called serialization
2. but strictly speaking it is the process of converting an object from java supported form to either network supported form (or) file supported form.
3. By using FileOutputStream and ObjectOutputStream classes we can achieve serialization process.
4. **Ex**: big ballon

**Diagram:**

**![](data:image/png;base64,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)**

## **De-Serialization:**

1. The process of reading state of an object from a file is called DeSerialization
2. but strictly speaking it is the process of converting an object from file supported form (or) network supported form to java supported form.
3. By using FileInputStream and ObjectInputStream classes we can achieve DeSerialization.

**Diagram:**
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**Steps to perform Serialization:**

**— --------------------------------------**

**1. Prepare Serializable Object:**

**In general, all Java objects are not Serializable, only the objects which are implementing java.io.Serializable marker interface are eligible for Serialization.**

**java.io.Serializable marker interface will provide some abilities to the object at runtime, that is, making it eligible for Object Serialization.**

**public class Employee implements Serializable{**

**}**

**Employee emp1 = new Employee();**

**2. Make read target file by Using FileOutputStream:**

**FileOutputStream fos = new FileOutputStream(“E:/documents/emp.txt”);**

**3. Create ObjectOutputStream with FileOutputStream: ObjectOutputStream oos = new ObjectOutputStream(fos);**

**4. Write Serializable Object to ObjectOutputStream: oos.writeObject(emp1);**

**When we write Serializable object to ObjectoutputStream , ObjectOutputStream performs Serialization over the provided object, ObjectoutputStream will send the serialized data to the FIleOutputStream, where FileOutputStream will send that Serialized data to the specified File.**

**Steps to perform Deserialization**

**—-----------------------------------**

**1. Create FileInputStream for getting Deserialized data from flat file. FileInputStream fis = new FileInputStream(“E:/documents/emp.txt”);**

**2. Create ObjectInputStream with FileInputStream: ObjectinputStream ois = new ObjectinputStream(fis);**

**Note: Here ObjectinputStream will get Serialized data from flat file, Objectinp[utStream will perform the real deserialization and generate an Object on the basis of data.**

**3. Read Deserialized Object from ObjectInputSteam public Object readObject()**

**EX: Employee emp2 = (Employee)ois.readObject();**

**Example program**

**--------------------**

**package com.codegnan.serilization;**

**import java.io.FileInputStream;**

**import java.io.FileOutputStream;**

**import java.io.ObjectInputStream;**

**import java.io.ObjectOutputStream;**

**import java.io.Serializable;**

**// Define a Serializable class Employee**

**class Employee implements Serializable {**

**private static final long *serialVersionUID* = 1L; // Ensure compatibility during serialization**

**private int empId;**

**private String empName;**

**private float empSalary;**

**private String empLocation;**

**// Constructor**

**public Employee(int empId, String empName, float empSalary, String empLocation) {**

**this.empId = empId;**

**this.empName = empName;**

**this.empSalary = empSalary;**

**this.empLocation = empLocation;**

**}**

**// Method to display employee details**

**public void getEmpDetails() {**

**System.*out*.println("Employee ID: " + empId);**

**System.*out*.println("Employee Name: " + empName);**

**System.*out*.println("Employee Salary: " + empSalary);**

**System.*out*.println("Employee Location: " + empLocation);**

**}**

**}**

**public class Main {**

**public static void main(String[] args) throws Exception {**

**// Serialization: Writing an Employee object to a file**

**FileOutputStream fileOutputStream = new FileOutputStream("E:/emp.txt");**

**ObjectOutputStream objectOutputStream = new ObjectOutputStream(fileOutputStream);**

**// Creating an Employee object**

**Employee employee1 = new Employee(111, "malli", 50000.0f, "Hyd");**

**System.*out*.println("Employee Details before Serialization:");**

**employee1.getEmpDetails();**

**// Writing the Employee object to file**

**objectOutputStream.writeObject(employee1);**

**System.*out*.println("Serialized Employee Object: " + employee1);**

**System.*out*.println();**

**// Close output streams after writing**

**objectOutputStream.close();**

**fileOutputStream.close();**

**// Deserialization: Reading an Employee object from a file**

**FileInputStream fileInputStream = new FileInputStream("E:/emp.txt");**

**ObjectInputStream objectInputStream = new ObjectInputStream(fileInputStream);**

**// Reading the Employee object from file**

**Employee employee2 = (Employee) objectInputStream.readObject();**

**System.*out*.println("Employee Details after Deserialization:");**

**employee2.getEmpDetails();**

**System.*out*.println("Deserialized Employee Object: " + employee2);**

**// Close input streams after reading**

**objectInputStream.close();**

**fileInputStream.close();**

**}**

**}**

**o/p**

**Employee Details before Serialization:**

**Employee ID: 111**

**Employee Name: malli**

**Employee Salary: 50000.0**

**Employee Location: Hyd**

**Serialized Employee Object: com.codegnan.serilization.Employee@56cbfb61**

**Employee Details after Deserialization:**

**Employee ID: 111**

**Employee Name: malli**

**Employee Salary: 50000.0**

**Employee Location: Hyd**

**Deserialized Employee Object: com.codegnan.serilization.Employee@69d9c55**

# **Transient**

**Transient modifier:**

**1. Transient is the modifier applicable only for variables but not for methods and classes.**

**2. While serialization if we don't want to serialize the value of a particular variable to meet the security constraints then we should declare that variable with transient modifier.**

**3. During the serialization jvm ignores the original value of the transient variable and save default value that is transient means "not to serialize".**

**4. Static variables are not part of object state hence serialization concept is not applicable for static variables duo to this declaring a static variable as transient there is no use.**

**import java.io.FileInputStream;**

**import java.io.FileOutputStream;**

**import java.io.IOException;**

**import java.io.ObjectInputStream;**

**import java.io.ObjectOutputStream;**

**import java.io.Serializable;**

**//Define the ATMCard class**

**public class ATMCard implements Serializable {**

**private static final long *serialVersionUID* = 1L;**

**private String cardNumber; // This will be serialized**

**private transient String pin; // This will not be serialized**

**private transient String expiryDate; // This will not be serialized**

**private transient String securityCode; // This will not be serialized**

**private String cardHolderName; // This will be serialized**

**// Constructor**

**public ATMCard(String cardNumber, String pin, String expiryDate, String securityCode, String cardHolderName) {**

**this.cardNumber = cardNumber;**

**this.pin = pin;**

**this.expiryDate = expiryDate;**

**this.securityCode = securityCode;**

**this.cardHolderName = cardHolderName;**

**}**

**// Getters and setters**

**public String getCardNumber() {**

**return cardNumber;**

**}**

**public void setCardNumber(String cardNumber) {**

**this.cardNumber = cardNumber;**

**}**

**public String getPin() {**

**return pin;**

**}**

**public void setPin(String pin) {**

**this.pin = pin;**

**}**

**public String getExpiryDate() {**

**return expiryDate;**

**}**

**public void setExpiryDate(String expiryDate) {**

**this.expiryDate = expiryDate;**

**}**

**public String getSecurityCode() {**

**return securityCode;**

**}**

**public void setSecurityCode(String securityCode) {**

**this.securityCode = securityCode;**

**}**

**public String getCardHolderName() {**

**return cardHolderName;**

**}**

**public void setCardHolderName(String cardHolderName) {**

**this.cardHolderName = cardHolderName;**

**}**

**@Override**

**public String toString() {**

**return "ATMCard [cardNumber=" + cardNumber + ", pin=" + pin + ", expiryDate=" + expiryDate + ", securityCode="**

**+ securityCode + ", cardHolderName=" + cardHolderName + "]";**

**}**

**// Main method for testing serialization and deserialization**

**public static void main(String[] args) {**

**ATMCard originalCard = new ATMCard("1234567812345678", "1234", "12/25", "567", "John Doe");**

**// Serialize the object**

**try (ObjectOutputStream out = new ObjectOutputStream(new FileOutputStream("atmcard.ser"))) {**

**out.writeObject(originalCard);**

**System.*out*.println("Object serialized: " + originalCard);**

**} catch (IOException e) {**

**e.printStackTrace();**

**}**

**// Deserialize the object**

**ATMCard deserializedCard = null;**

**try (ObjectInputStream in = new ObjectInputStream(new FileInputStream("atmcard.ser"))) {**

**deserializedCard = (ATMCard) in.readObject();**

**System.*out*.println("Object deserialized: " + deserializedCard);**

**} catch (IOException | ClassNotFoundException e) {**

**e.printStackTrace();**

**}**

**}**

**}**